College of Engineering
uck | and Computer Science

Specifying Security Properties of Protocols in the Java Modeling Language:

UNIVERSITY OF CENTRAL FLORIDA

ProVerif
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ProVerif is an automatic crypotographic
protocol verifier [1] which accepts a
description of a cryptographic protocol written
in the syntax of a typed pi calculus which
includes built in cryptographic primatives.
ProVerif can securely prove strong secrecy [2]
and authentication [3].

JML Specifications
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The Java Modeling Language (JML) [5] is a
behvaioral interface specification language that
specifies the behavior of Java modules with
preconditions (requires) and postconditions
(ensures) contracts. JML allows the use of

"model only" fields to specil
behavior, e.g. the variables sent and
recieved.
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Our Contribution: The Translation and Verification Process

ProVerif to JML Specifications

We start with the formal speci
ProVerif tool. We developed a compiler, using the ANTLR parser
generator [9], that parses the typed pi caleulus file used by ProVerif.
The compiler recognizes sending a message, denoted by the out

ication that has been verified by the

keyword, and examines the type of the items being sent to
determine the types assigned to the generated data fields.
Additionally, the compiler creates a method responsible for sending
JML specifications that ensure the

this message and generates
result from this method is equivalent to what is being sent in the
formal protocol specification.

JML Specifications to Development

The developer fills in the automatically generated Java class
skeleton by implementing the method stubs. The JML specifications
serve as the contract the Java code that implements the methods
must adhere to but outside of this requirement the developer is free
v they wish. Thi

to design the implementation in any w allows the
developer to optimize the data structures and fine details of the
implementation for goals such as better integrating it into a larger
application or extracting more performance from it.

Development

Type Checking to Verified Code

The developer uses the OpenJML tool [8] to verify that their
implementation satisfies the constraints specified in the JML
statements. OpenJML is tool which uses a "Satisfiability Modulo
Theory" [6] solver to generate a mathematical proof that the Java
code satisfies the constraints described. It is po
OpenJML tool to be unable to generate a proof for a particular
implementation and the developer will have to return to the

le for the

Development phase and alter the implementation. After creating an

altered implementation, the developer proceeds through the

workflow and sees if the OpenJML tool can generate a proof for the

new Java code.

Development to Type Checking

The developer annotates their code using standard Java annotation
syntax with the annotation of GHidden to indicate that variable is
specified in
the formal protocol specification or it has been encrypted. The
developer uses the annotation of @Open for all other variables to
indicate that they are not critical to the security of the system and
can be transmitted at any time. The type annotations for the data.
fields automatically generated by our compiler from the formal
protocol description are also automatically generated by our
compiler. The types are checked with a custom module in The
Checker Framework [7].

secret and should not be transmitted unless otherwis

Background: Tt is vital that computer communication protocols are not only securely designed but also
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Once the OpenJML tool is able to verify the
code, the process is complete. The Java source
code file, with the type annotations and JML
specifications, is compiled by the standard
Java compiler into executable byte code.

Type Checking

requires sent == 0 && received
ensures

be which

These security type annotations desc:
information should be kept secret (@Hidden)
and which should be allowed to be transmitted
(@Open). Our custom type checker analyzes
these types to check for accidental leakage of
secret information.
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